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A computer is a tool that performs long and tedious tasks for humans many orders of magnitude faster, and
a program is a blueprint for that tool. Programs work as we wrote, but they do not always work as expected.
Writing a program should not take long or not be painful as we use them to make life easier. How can we
effortlessly develop working clean code? Textbooks on program development emphasize the importance of having
well-defined specifications for the program’s internal structure and data structure in advance, documenting them,
and adding appropriate comments throughout the code. However, it is not easy, even for people with specialized
training in program development, to design the details in advance and maintain documentation.

Test-driven development (TDD) is a development method that aims to solve these problems. TDD means more
than just writing lots of test code. In TDD, we write tests first to define program functions and specifications
in the form of code. Next, we write a minimum amount of code to pass the tests. Then, while ensuring that all
tests pass, we refactor the code by removing duplications. By repeating this procedure, we can create code that
is fast, works correctly, and is clean and reusable. In addition, documentation of the program specifications and
usage will have been available before we start writing the code.

This lecture explains TDD with actual examples. TDD makes it possible to develop programs with fewer
defects without being anxious. It can be used in various situations, from small tools to huge software, from
individual to large-group development. In actual TDD, we compile programs over and over again and run a
large number of tests. This lecture will also introduce tools and environments that support TDD, such as build

systems, test frameworks, continuous integration, and version control systems.



